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Abstract

The visual analysis of large and complex networks is a challenging task in many fields, such as systems biology or social sciences. Often, various domain experts work together to improve the analysis time or the quality of the analysis results. Collaborative visualization tools can facilitate this process. We propose a new web-based visualization environment which supports distributed, synchronous and asynchronous collaboration for graphs with up to 10,000 nodes and edges. In addition to standard collaboration features like event tracking or synchronizing, our client/server-based system provides visualization and interaction techniques for better navigation, guidance and overview of the overall data set. During asynchronous collaborations, network changes made by specific analysts or even just visited elements are highlighted on demand by heat maps. These heat map representations are user-sensitive in a sense that the current analyst is able to perceive which changes were made by others.
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1 Introduction

With the growing size and availability of large and complex data, the cooperative analysis of such data sets is becoming increasingly important for many data analysts. Those people—who are often spread across the globe—work together in order to analyze data sets efficiently. The analysis process can either take place in a joint online session where everybody is working simultaneously on one data set, discussing and changing it together in real-time. Or the analysts work on the data set whenever they find the time to avoid having to schedule and organize a virtual or physical meeting with a larger group of colleagues. Both situations cause specific problems that should be handled by tools that support collaborative work. For instance, while working independently, it would be helpful to see changes of the data performed by other analysts. Another interesting issue is to see which part of the data set was already explored by others. Here, it is also interesting to know who has changed the data: was it an established expert working on a specific part of the data, or a new staff member who might not have the same experience as the expert? On the other hand, in a scenario where analysts work simultaneously together, the different experts want to see what the others are doing and if there are possibilities to coordinate the efforts in some way to get better analysis results.

Providing a suitable environment for those collaborative settings is an interesting challenge [7]. Most existing visualization systems are usually designed for single users and only some systems feature extensions for collaborative work, such as [2, 4]. These tools often have to be installed on every machine, run in Java applets embedded in web pages, or require external browser plugins. Collaborative visualization tools should instead be easy to setup on the fly without considerable overhead. This problem was mentioned by Isenberg et al. [3] as one of the ongoing challenges in collaborative visualization. Fortunately, recent developments in web-based technologies offer new and powerful approaches for running interactive applications directly in a browser without the need to install any additional software. With such an application at hand, it suffices to send an URL to the collaboration partners to start a collaborative session which provides a very easy way to perform a collaboration.
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Our work is based on a client-server architecture, see Fig. 2. Clients are responsible for rendering the visualization in WebGL, providing the user interface, and sending action events and the user’s viewing area to the server which handles the data storage and distributes all events among the connected clients. The rendering of the node-link diagrams is achieved with three.js [6] and scales up to 10,000 nodes and edges.

Figure 2: General architecture of our system. Sessions are initialized on demand whenever a user joins a graph analysis session. The complete action history of a graph is stored in a database. Client-server communication via WebSockets ensures the real-time propagation of changes done to a graph across all connected clients.

2 Collaborative Visualization

Synchronous sessions in our tool are based on the work of Gutwin and Greenberg [1]. Users are able to see each other’s views and mouse positions and can also automatically move the camera to another user’s view. If a user marks a node or changes something in the graph, this will be indicated to all other users with short animations and notification icons in the right screen corner. For instance, deleted nodes will slowly fade out instead of just disappearing. By clicking on a notification icon, the user can quickly move the camera back and forth between his/her current working location and the position of the respective event. While working asynchronously, users can also leave annotations in the graph area or directly at nodes (see Fig. 3 (a)) to propagate their thoughts and findings about specific parts of the data to subsequent analysts. This also works for chat messages which can be bound to a position or node in the graph.

2.1 Visualizing user behavior data with heat maps

We use a heat map-based visualization to enable analysts the exploration of all logged events of a graph analysis session. The heat map can be computed by using two different options. The first option calculates a heat map based on the amount of seconds nodes have been viewed by users. In this case, all logged user views and node positions are correlated to calculate the heat map values, thus making it robust against changes in the layout of the graph. For zoomed-out views that show a lot of nodes, it is clear that the user does not attend to all nodes in such a view. We solve this issue by taking only those views into account that lie below a user-specified threshold. This approach does still include nodes in the zoomed-in views that had no attention by the user, but it gives a rough estimate about the viewed graph regions without asking a user to mark every inspected node manually or asking all users to use an eye tracker during the analysis process, for instance. The second option calculates a heat map based on manual changes performed on nodes in a graph (e.g., node movement, name changes, node selections, or adding/removing edges). A multiplier can be specified for each individual event type to give it more or less weight during the calculation.

Fig. 3 shows an example of the heat map visualization. It can be configured to only show the data of particular users. Furthermore, it is possible to select a time frame, for instance, the last hour of the current analysis session, or a specific start and end date. This enables an analyst to review changes done in a collaborative session during a particular time frame or to check the work of specific users.

Figure 3: A heat map is used to indicate which parts of a graph were viewed or changed by other users. Here, the nodes on the top were not much visited/changed. The arrow (a) highlights a marker pinned to a node. It can be clicked to open a textual annotation that was added to this node by a former analyst.

3 Conclusion

In this work, we presented a collaborative system for visualizing graphs in a web-based environment. By using a client/server architecture, users do not have to install any additional applications or browser plugins. The start of a collaborative analysis session is simply done by opening a URL in a browser window. With the help of our tool, users can seamlessly join or leave graph sessions on the fly and do not have to wait for other users to start or finish their work. All actions performed during a session as well as the users’ camera positions are tracked and can be visualized along with the graph data by using heat map representations which are robust against changes in the graph layout. To provide data-aware annotations [5], textual markers and chat messages can be linked to nodes or arbitrary positions, helping experts to analyze regions of a graph that were of interest or have been edited by former analysts.
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